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ABSTRACT: The paper helps to identify the quality of the software using different metrics. The main aim of this 

project is to create an analysis tool to find the quality of the software. The user can identify whether their program is a 

quality one or not. This work contains 5 modules, which are as follows Software project selection module, LOC (Lines 

of Count) calculation module, Methods and attribute extraction, Quality analysis and report. The first module in the 

project is the program/code selection process, which the user needs to test. The user can give any program file or 

software files to test the quality. The next module is calculating LOC ie, line of code calculation which calculates total 

number of lines used in the program and finding unused lines from that.  This module extracts total functions/methods 

used in the program, using this process; user can get the details of the objects, variables and a method Based on the 

above modules, the quality of the software has been tested. This gives the overall quality of the program in percentage. 

The report gives the graphical representation of the quality verification data. And also list of tests made by the user will 

be stored in the database for future references 

 

I.INTRODUCTION 

 

As demand of software increases, software development organizations are in the greater need to develop products 

rapidly. This in turn demands highly potential software developers or knowledge workers in different technologies. 

Since we have multiple technologies for code development, discover and elicit code according to the requirement is the 

initial task and supply appropriate code to the need is focused in the next phase. Code knowledge base consists of 

valuable data that can be inferred for variety of usages. So far research focus was on topic models, association rules, 

and heuristics to mine code repositories for traceability and for monitoring changes in source code [2, 3, 4, 5]. It is 

challenging to identify the code fragment s purpose for every code fragment in the knowledge base with the focus of 

improving programmer’s potential in terms of code construction. Code knowledge base consists of code segment and 

its purpose. Knowledge mapping to the current necessity of the project requirement scenario is very important and it 

has to be substantially substituted by the time of software development. Programmers often ignore to find optimum 

code; their main focus is on completion of modules in the projects.  

 

 Knowledge base consists of code segments which are extracted from code logs according to comment lines or syntax 

lines (symbols). The purpose of the code segment is known only when the developer documents the purpose either as 

comments or as a documentation note. In this KM framework knowledge acquisition happens only from the code files, 

so there is no detail documentation are acquired, Now the query is whether the extracted code segment can fulfill any 

software requirement or not, Only when the purpose of the code is known, it can be utilized.   

 

In order to understand the extracted code, precise perception for a particular code segment is essential. Constraint 

satisfaction and retrieval are the steps followed for supplying solution code knowledge. Code retrieval from knowledge 

base is based on key word/ text search that acts as input parameter for querying in the knowledge base. Substantial 

supply of code knowledge is an experimental process for agile code building in software industries. This article shows 

an overview of the process of substantial supply of code knowledge and describes the model which is designed for 

substantial supply of code knowledge. User specifies the requirement in simple sentence, our model explains the 

technique to discover and elicit the appropriate code from the knowledge base by mining through the keywords. Any 

search application, has some typical phases with indexing on right and retrieval of results on left. This work proposes a 

solution to the coding problem that makes it easier for programmers to follow the offered recommendations during 

development. The premise is that source code projects can be mined to create a knowledge base and build a suggestion 
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model that provides substantial optimum code. 

 

To that end, this work features a model that analyzes source code and uses data from the Solution Knowledge Database 

(SKB) to create feature sets for recognizing a set of code patterns. Specifically, source code is represented using an 

Abstract Syntax Tree [5], which provides the ability to extract statements. This work is based on KM Trajectory 

Service Frame work [7] which is framed to reduce the dependency on human resources in software development 

organizations. Knowledge Champions and KM team members have to contribute their time in creation and 

maintenance of solution knowledge base. This provides functional KM solutions for software process improvement. 

This work proposes the extraction of code sets from project repositories to present to the user a set of methods that 

supplies code segment for each requirement. 

 

• Software development process, utilizes code data from the Solution knowledge Database. 

• Knowledge Map algorithm processes thousands of code fragments, discover and supply the required ones. 

• Discovery of the required code fragment from code base. 

• Utilization of code fragment increases the success count each time.  

 

II. PROCESS DESCRIPTION 

 

The implementation phases of this project are construction, operation and the installation lies on the new system. The 

most crucial and very important stage in achieving a new successful system and is giving confidence on the new system 

that it will work efficiently and effectively. The following modules are involved to predict the clone in the respective 

software. 

A. Software project selection module: 

         The first module in the project is the program/code selection process, which the user needs to test. The user can 

give any program file or software files to test the quality. 

 

B. LOC (Lines of Count) calculation module: 

        The next module is calculating LOC ie, line of code calculation which calculates total number of lines used in the 

program and finding unused lines from that. 

 

C. Methods and attribute extraction 

       This module extracts total functions/methods used in the program, using this process; user can get the details of the 

objects, variables and methods. 

 

D. Clone detection using operation code sequences: 

      This module finds the duplication between the software’s using the operation code sequences. Using this module, 

the admin can detect duplicate projects and programs easily. 

 

E. Quality analysis  

       Based on the above modules, the quality of the software has been tested. This gives the overall quality of the 

program in percentage. The user can check whether the given program is efficient or not. Using this module two or 

more program will be compared with time and use of unique code features. 

 

F. Report. 

     The report gives the graphical representation of the quality verification data. And also list of tests made by the user 

will be stored in the database for future references. 

 

III. RESULTS AND DISCUSSION 

  

All the modules were tested individually using both test data and live data. After each module was ascertained that it 

was working correctly and it had been "integrated" with the system. Again the system was tested as a whole. We hold 

the system tested with different types of users. The System Design, Data Flow Diagrams, procedures etc. were well 

documented so that the system can be easily maintained and upgraded by any computer professional at a later. 
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Fig 1   Design for OP Code 

 

 
 

Fig 2   load the data  
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Fig-3 Count of Opcodes 
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Fig-4 Results of Clone detection 

 

IV.CONCLUSION AND FUTURE WORK 

 

The proposed SQA system used Opcode with sequence and frequency analysis patterns generated by disassembling the 

inspected executable files to extract features from the inspected files, the system extracts the methods and body content 

to get the opcodes. Opcode extraction algorithms with sequence analysis are used as features during the testing process 

with the aim of identifying unknown malicious code and quality of the program. The proposed system performed an 

extensive evaluation using a test collection comprising more than 30 methods with 4 assembly files. The evaluation 

consisted of three experiments. In the first experiment, this found that the frequency and sequence representation then it 

will count the opcodes and provides the results. The proposed tool has been named as SQA, which provides a time-

consuming test results for malicious data finding. 
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